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(7) ABSTRACT

The present invention has an objective of minimizing dete-
rioration of the processing speed of a Java accelerator device
even when stack overflow occurs in a stack memory unit.

A first thread presently allocated to a first stack area of a
stack memory unit 113 to which a fourth thread belongs is
saved in a virtual stack area of a main storage medium 103.
Thereafter, the data of the fourth thread as stack data to be
switched is copied to the first stack area of the stack memory
unit 113 by the controller unit 112 (accelerator device 101).
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1
METHOD FOR USE OF STACK

FIELD OF THE INVENTION

The present invention relates to a method for use of a
stack in a Java accelerator device. Here, “Java” is a trade-
mark.

BACKGROUND OF THE INVENTION

Java is an object-oriented programming language devel-
oped based on C++ by Sun Microsystems (USA), which is
characteristic in that it allows a created program to be
executed without depending on specific operating systems
(0S) or specific types of personal computers (PC). Although
a source code of a program does not depend on specific OSs
or specific types of PCs, it requires an interpreter called Java
Virtual Machine (VM).

VM is a software provided with a function for executing
an intermediate code called a byte code. VM is characteristic
in that byte codes as an instruction set of VM are relatively
compact. A Java chip in which the above-described VM is
implemented with a hardware may be used so that internal
devices such as a portable terminal can be developed which
can execute a program of byte codes with small code sizes.

While Java has been receiving great attention, various
attempts have been made to enhance the processing speed of
Java. For example, use of a Java accelerator device that
executes part of interpreter processing with a hardware is
one technique to enhance the processing speed of Java. Such
Java accelerator device is provided with a stack memory unit
as an internal hardware that allows high-speed access,
thereby enhancing stack access speed.

However, since a memory that allows high-speed access
is expensive, a capacity of the above-described stack
memory unit tends to be small, and thus is likely to result in
stack overflow. Some methods use a predetermined area of
a main storage medium (main memory) used in general VM
as a stack area when such overflow occurs. However, this
renders the use of the accelerator device meaningless.

SUMMARY OF THE INVENTION

Thus, in view of the above-described problem, the present
invention has an objective of minimizing deterioration of the
processing speed of the Java accelerator device even when
stack overflow occurs in the stack memory unit.

A method for use of a stack according to present
invention, the method comprising the steps of: instructing a
Java accelerator device to switch a thread allocated to a stack
memory unit included in the Java accelerator device, from a
first thread to a second thread; and instructing the Java
accelerator device to execute the switched second thread
allocated to the stack memory unit.

According to this method for use of a stack, the second
thread to be executed by the Java accelerator device is
always present in the stack memory unit provided in the Java
accelerator device.

Further, it is preferably the first thread after the switching
is allocated to a predetermined area of a main storage
medium, which is arranged external to the Java accelerator
device. Moreover, the stack memory unit is equally parti-
tioned into a plurality of stack frames to which the threads
are allocated. Furthermore, a thread that cannot be allocated
to the stack frame of the stack memory unit is allocated to
a virtual stack frame formed in the main storage medium,
which corresponds to the stack frame of the stack memory
unit.
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2
BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a block diagram showing an exemplary con-
figuration of a Java accelerator device to which a method for
use of a stack according to an embodiment of the invention
is applied;

FIG. 2 is a flowchart showing one example of the method
for use of a stack according to the embodiment of the
invention;

FIG. 3 is a diagram illustrating partitioning of a stack;

FIG. 4 is a flowchart showing an example of the method
for use of a stack according to the embodiment of the
invention; and

FIGS. 5a-5c¢ are diagrams illustrating thread switching.

DETAILED DESCRIPTION OF THE
INVENTION

Hereinafter, an embodiment of the present invention will
be described with reference to the drawings.

FIG. 1 is a block diagram showing an exemplary con-
figuration of a Java accelerator device to which a method for
use of a stack according to the present embodiment of the
invention is applied. This type of accelerator device 101 is
used by being connected to a computer provided with a CPU
102 and a main storage medium 103, and is provided with
a temporary memory unit 111, a controller unit 112 and a
stack memory unit 113.

The CPU 102 processes a software or controls the accel-
erator device 101 according to a program stored in the main
storage medium 103. When a Java program is executed, a
virtual stack area is provided in the main storage medium
103. In the accelerator device 101, the controller unit 112
executes interpreter processing as well as stack data copy
processing with a hardware. The temporary memory unit 111
is used for the CPU 102 to control the accelerator device
101. In the stack memory unit 113 including a plurality of
equally partitioned stack areas, data is written in and read
out by the controller unit 112 and the CPU 102.

The controller unit 112 performs various processing
according to instructions from the CPU 102. When the
controller unit 112 receives an instruction “Start” from the
CPU 102 to start processing, it performs, for example, byte
code processing by the interpreter, stack operation in the
stack memory unit 113 or, when a byte code that cannot be
executed by the accelerator device 101 is fetched out, stops
the accelerator device 101 (STOP) and notifies the CPU 102.

When the controller unit 112 receives an instruction
“COPY”, it exchanges data in a stack area of the stack
memory unit 113 with data in a virtual stack area of the main
storage medium 103, according to the address and size given
from the CPU 102 to the temporary memory unit 111. This
data exchanging processing is performed when thread are
switched.

When the controller unit 112 receives an instruction
“GROWUP?”, it saves data in the stack area of the stack
memory unit 113 in the virtual stack area of the main storage
medium 103, according to the address and size given from
the CPU 102 to the temporary memory unit 111. When the
controller unit 112 receives an instruction “CHANGE”, it
exchanges data in the stack area of the stack memory unit
113 and relocates the memory reference values in the stack
areas, according to the two addresses given from the CPU
102 to the temporary memory unit 111.

According to the present embodiment, the accelerator
device configured as described above uses the stack memory
unit 113 as described below to execute Java VM.
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First, when the CPU 102 enters an interpreter loop, it
transmits the instruction “START” to the accelerator device
101, which, in turn, executes interpreter processing.

When the accelerator device 101 undergoing the inter-
preter processing meets a byte code that cannot be executed
with a hardware, it transmits “STOP” notification to the
CPU 102. Upon receiving this notification, the CPU 102
executes the above-described byte code processing and then
transmits the instruction “START” to the accelerator device
101 again. Thus, any unexcitable byte code is processed by
the CPU 102 so that the accelerator device 101 has to
execute only specific byte code processing. Frame pushing
and thread switching are executed by the CPU 102.

The stack memory unit 113 is equally partitioned into a
plurality of areas (a single area is referred to as a “stack
area”). One stack area as a stack frame is allocated one
thread so that a plurality of threads can use the stack memory
unit 113 at the same time.

When the number of the generated threads is equal to or
less than the number of the equally partitioned stack areas of
the stack memory unit 113, the threads can directly be
allocated to the stack areas as the stack frames. When the
number of the generated threads is higher than the number
of the partitioned stack areas, the threads are allocated to
virtual stack frames reserved in the virtual stack areas of the
main storage medium 103.

When the number of generated threads is higher than the
prepared stack areas, stack data in the stack area of the stack
memory 113 and stack data in the virtual stack frame of the
virtual stack area are repeatedly saved and restored upon
every thread switching so that the stack data of the currently
executed thread (called the “current thread”) is always in the
stack memory unit 113. This switching processing is per-
formed with the hardware by transmitting an instruction
“COPY” from the CPU 102 to the accelerator device 101.

When a thread is generated, a stack area to which the
generated thread belongs is determined. These values are
stored for respective threads. When a thread becomes the
current thread, the data is always located in the same area
(stack area) of the stack memory 113.

In order to effectively utilize the stack area, the number of
the surviving threads upon thread deletion and the number of
threads belonging to the stack area to which the deleted
thread belonged are checked. If any unused stack area is
found, threads are transferred starting from those belonging
to a stack area with more number of threads. This stack area
changing processing is performed with a hardware by trans-
mitting the instruction “CHANGE” from the CPU 102 to the
accelerator device 101.

The number of threads belonging to each stack area is
known so that when a new thread is generated, it is allocated
to a stack area with the least number of threads. For
example, when a thread is saved in the virtual stack area for
the first time upon thread switching, a virtual stack frame for
a size of the stack area is reserved. Accordingly, in order to
save stack data, a virtual stack frame fixedly corresponding
to each stack area is allocated each thread that is to be saved
in the virtual stack area of the main storage medium 103.

When a new stack needs to be reserved for a target thread
to be executed (frame push), and when the size of the stack
data used for this thread exceeds the size of the stack area,
exceeding data is saved in the corresponding virtual stack
area as described below. This is called the regrowth of the
stack frame and is executed upon transmission of the
instruction “GROWUP” from the CPU 102 to the accelera-
tor device 101. When the controller unit 112 receives the
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instruction “GROWUP?”, it saves, in the virtual stack frame,
the stack data of the thread that has been stored in the stack
memory unit 113 and that has just been used. The remaining
empty stack area is used as a area (regrowth area) for stack
data of the above-described new thread.

Hereinafter, a method for allocating stack frames when
the number of threads exceeds the number of partitioned
areas of the stack memory unit 113 will be described with
reference to FIGS. 2 to 4. First, when the number of the
generated threads does not exceed the number of the parti-
tioned areas of the stack memory unit 113, the generated
threads are directly allocated to the stack areas of the stack
memory unit 113.

On the other hand, when the number of the generated
threads exceeds the number of the partitioned areas of the
stack memory unit 113, first, in Step S201 of the flowchart
shown in FIG. 2, a stack area with the least number of
threads is searched and the searched area is stored in the
generated thread.

Next, a virtual stack frame is generated in the virtual stack
area of the main storage medium 103. The address of the
generated virtual stack frame is stored in the above-
described generated thread. In addition, the number of
threads to be stored in the stack area to which the generated
thread belongs is counted. After determining the stack area
for the generated thread to belong to (Step S201), when the
thread is to be actually stored in the stack area, first, the
corresponding stack area is selected, and then whether or not
other thread is allocated to the selected stack area is checked
(Step S202).

When there is other thread being allocated to the selected
stack area, a virtual stack frame is generated (acquired) in
the virtual stack area of the main storage medium 103 (Step
$203). On the other hand, when there is no thread being
allocated to the selected area (Step S202), the thread is
allocated to the selected stack area as a stack frame (Step
S204). FIG. 3 is a diagram in which the stack memory unit
113 is partitioned into three areas and the number of gen-
erated threads is 5. Of the five generated threads, the first
thread is allocated to the first stack area, the second thread
is allocated to the second area, and the third thread is
allocated to the third area.

The fourth and the fifth threads store the first and second
stack areas as the allocated areas, respectively. However,
since the first and second areas are already allocated other
threads, the fourth and fifth threads are not allocated to the
stack memory unit 113 but to respective virtual stack frames
acquired in the virtual stack area of the main storage medium
103.

Thus, according to the present embodiment, in a state
where a stack area and a stack frame are allocated each
thread, the target thread or the target method to be executed
is located in the stack memory unit 113 upon every thread
switching as described below. Here, a thread is composed of
a plurality of methods. Hereinafter, the stack memory unit
113 is partitioned into three areas and five threads are
generated as shown in FIG. 3.

First, as shown in the flowchart shown in FIG. 4, whether
or not the fourth thread as a thread to be switched is allocated
to the corresponding first stack area is judged (Step S401).
If the thread to be switched is already allocated, there is no
need of switching, thereby terminating the process.
However, in the present case, the first thread is allocated to
the first stack area and the fourth thread to be switched is not
allocated thereto. Thus, the procedure proceeds to the fol-
lowing Step S402.
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Next, whether or not other thread is allocated to the stack
area to be exchanged, i.c., the first area, is judged (Step
S402). As shown in FIG. 5A, since the first stack area is
already allocated the first thread, that is, other thread is
already allocated to the stack area to be exchanged, the
procedure proceeds to Step S403. In Step S403, whether or
not the virtual stack frame for the thread to be saved, i.e., the
first thread, is reserved in the virtual stack area is judged.

As shown in FIG. 5A, no virtual stack frame for the first
thread is present in the virtual stack area, and thus the
procedure proceeds to Step S405 to reserve the virtual stack
frame for the first thread in the virtual stack area. The
address of the acquired virtual stack frame is stored in the
corresponding thread (first thread). If a virtual stack frame
for the thread to be saved is judged to be reserved in Step
S403, the procedure proceeds to Step S404 to judge whether
the size of the reserved virtual stack frame is larger than the
data size of the corresponding thread (size of the saved data).

When the virtual stack frame is reserved and the size
thereof is larger than the size of the saved data, the procedure
proceeds to Step S406 where the first thread presently
allocated to the first stack area to which the fourth thread
belongs is saved in the virtual stack area. The size of the
saved data corresponds to an effective stack data area
beginning from the top of the stack data of the first thread (to
position SP). As a result, the first stack area is defalcated as
shown in FIG. 5B.

Thereafter, the data of the fourth thread as stack data to be
switched is copied to the first stack area of the stack memory
unit 113 by the controller unit 112 (accelerator device 101)
(Step S407). An effective size of the fourth thread is copied
from the virtual stack frame in the virtual stack area of the
main storage medium 103. Furthermore, first stack area
stores that the fourth thread is the currently allocated thread.
The data of the first thread that is no longer the current thread
is not saved until the fifth thread belonging to the same stack
area becomes the current thread.

On the other hand, when there is no other thread being
allocated to the exchanged stack area, i.e., the first stack
area, in Step S402, the procedure proceeds to Step S407 to
copy the data of the fourth thread as stack data to be
switched to the first stack area of the stack memory unit 113.

Accordingly, the target thread to be executed (processed)
is always present in the stack memory unit 113 of the
accelerator device 101, and thus continually allowing access
at high speed.

As described above, according to the present invention,
the target thread to be processed is always present in the
stack memory unit of the Java accelerator device. Therefore,
various advantages such as enhancement of memory access
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speed and minimization of deterioration of processing speed
can be achieved.

The invention may be embodied in other specific forms
without departing from the spirit or essential characteristic
thereof. The present embodiments are therefore to be con-
sidered in all respects as illustrative and not restrictive, the
scope of the invention being indicated by the appended
claims rather than by the foregoing description and all
changes which come within the meaning and range of
equivalency of the claims are therefore intended to be
embraced therein.

What is claimed is:
1. A method for use of a stack, the method comprising the
steps of:

instructing a Java accelerator device to switch from a first
thread allocated to a stack memory unit included in the
Java accelerator device to a second thread;

allocating the first thread to a predetermined area of a
main storage medium, which is arranged external to the
Java accelerator device;

determining whether the predetermined area is capable of
completely storing the first thread;

if the predetermined are is determined to be capable of
completely storing the first thread, storing the first
thread in the predetermined area;

if the predetermined area is determined to be not capable
of completely storing the first thread, allocating the first
thread instead to a second area of the main storage
medium and storing the first thread in the second area;
and

instructing the Java accelerator device to allocate the
second thread to the stack memory unit before execut-
ing the second thread.

2. The method for use of a stack according to claim 1,
wherein the stack memory unit is equally partitioned into a
plurality of stack frames to which threads are allocated.

3. The method for use of a stack according to claim 2,
wherein a thread that cannot be allocated to any of the
plurality of stack frames of the stack memory unit is
allocated to a virtual stack frame formed in the main storage
medium.

4. The method for use of a stack according to claim 1,
wherein the main storage medium is a hard disk.

5. The method for use of a stack according to claim 2,
wherein the main storage medium is a hard disk.

6. The method for use of a stack according to claim 3,
wherein the main storage medium is a hard disk.
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